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**Assignment 2**

Design a distributed application using MPI to carry out the calculation in parallel (i.e. by dividing the work up evenly among P processors) which counts the number of primes between 1 and N.

\*/

**// mpiprogram.java**

import mpi.MPI;

public class mpiprogram {

public static void main(String args[]) {

//Initialize and finalize

MPI.Init(args); //takes a reference to the command line arguments

int root = 0;

//Rank and Size

int size = MPI.COMM\_WORLD.Size(); //Whenever program is ran in mpi all processes are grouped in an communicator.

int rank = MPI.COMM\_WORLD.Rank();

if(rank == root)

{

System.out.println("Size of MPI Communicator : "+size);

}

System.out.println("\nThis process has rank "+rank);

// Initializing the send buffer

int sendbuf[] = new int[size];

if(rank == root) {

sendbuf[0] = 10;

sendbuf[1] = 20;

sendbuf[2] = 30;

sendbuf[3] = 40;

System.out.println("Data to be scattered by process "+rank+": ");

for(int i=0;i<size;i++)

{

System.out.print("\n"+sendbuf[i]+" ");

}

}

int recvbuf[] = new int[1]; //Declaring receive buffer

//scatter (it sends chunk of array to different processes)

MPI.COMM\_WORLD.Scatter(sendbuf, 0, 1, MPI.INT, //(Send buffer, Start of the data in buffer, chunk size,datatype)

recvbuf, 0, 1, MPI.INT,

root);

//double the data

System.out.println("Process "+rank+" has data: "+recvbuf[0]);

recvbuf[0] = recvbuf[0]\*2;

//gather(it takes each process and gathers them to the root process)

MPI.COMM\_WORLD.Gather(recvbuf, 0, 1, MPI.INT,

sendbuf, 0, 1, MPI.INT,

root);

//display the doubled data

if(rank == root) {

System.out.println("The root process "+rank +" has data: ");

for(int i=0;i<size;i++)

System.out.print(sendbuf[i]+" ");

}

MPI.Finalize();

}

}

**// Prime.java**

import mpi.\*;

import java.util.ArrayList;

public class Prime{

final static int numbers = 20; // End point should be N

static int size, position; // Total number of size

final static ArrayList<Integer> primes = new ArrayList<>();;

public static void main(String[] args) throws Exception {

MPI.Init(args);

position = MPI.COMM\_WORLD.Rank(); // Position [0 / 1]

size = MPI.COMM\_WORLD.Size(); // size [2]

int begin = position \* (numbers / size);

int end = begin + (numbers / size);

ArrayList<Integer> temporaryStorage = new ArrayList<>();

for(int i = begin; i < end; i++){

if(isNumberPrime(i)){

temporaryStorage.add(i);

}

}

// Send back the length the storage currently is

if(position > 0){

int[] sendBuf = new int[]{temporaryStorage.size()};

MPI.COMM\_WORLD.Send(sendBuf, 0, 1, MPI.INT, 0, 1);

System.out.println("SendBuf Completed");

for(int i = 0; i < temporaryStorage.size(); i++){

int[] send = new int[]{temporaryStorage.get(i)};

MPI.COMM\_WORLD.Send(send, 0, 1, MPI.INT, 0, 0);

System.out.println("Send ["+i+"] : " + temporaryStorage.get(i));

}

} else {

for(int i = 0; i < temporaryStorage.size(); i++){

primes.add(temporaryStorage.get(i));

}

int[] recvBuf = new int[1];

for (int src = 1; src < size; src++) {

MPI.COMM\_WORLD.Recv(recvBuf, 0, 1, MPI.INT, src, 1);

System.out.println("recvBuf Completed");

for (int ind = 1; ind <= recvBuf[0]; ind++) {

int[] recv = new int[1];

MPI.COMM\_WORLD.Recv(recv, 0, 1, MPI.INT, src, 0);

System.out.println("Recv ["+ind+"] : " + recv[0]);

primes.add(recv[0]);

}

}

}

MPI.Finalize();

}

// checking prime or not

public static boolean isNumberPrime(int number) {

if(number <= 1) return false;

for(int i = 2; i <= Math.sqrt(number); ++i)

{

if(number % i == 0) return false;

}

return true;

}

}

**// OUTPUT**

![Text, letter

Description automatically generated](data:image/png;base64,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)